**Chapter 7: Synchronization Constructs**

**Overview**

When we design a high scalable application accessed by many concurrent users, there is a very high possibility that same data is read/write my multiple users at the same time. If the write operation on the shared data across threads is not handled it will lead to unexpected output. Let’s see this with an example of money transactions in a bank account

1. Initial amount in bank account 1000 units.
2. A withdraw request of 500 units is placed through an ATM
3. Sametime another with draw request of 600 units is placed through internet banking

Assuming both transactions are initiated exactly at the same time both would see a balance of 1000 units and will allow both the transactions to pass successfully. However, this will lead to inconsistent state with data, if handled correctly one of the steps should fail with an exception like “Insufficient balance”. This handling of data across threads is done using synchronization and will help getting a predictable outcome. Let’s see this with an example in which we add money to bank account through multiple concurrent transactions. We start creating BankAccount Class and add methods to increase available balance, it will look something like this

public class BankAccount

{

private long accountBalance;

private int numberOfTransactions;

public int NumberOfTransactions

{

get

{

return numberOfTransactions;

}

}

public BankAccount(long initialAccountBalance)

{

this.accountBalance = initialAccountBalance;

numberOfTransactions = 0;

}

/// <summary>

/// Add money to account through multiple transactions

/// </summary>

public async Task AddMoneyToAccount()

{

var tasks = new Task[50];

for (int i = 1; i <= tasks.Length; i++)

{

tasks[i - 1] = AddBalanceToAcccount(i);

}

await Task.WhenAll(tasks);

}

async Task AddBalanceToAcccount(long amount)

{

await Task.Delay(1);

accountBalance = accountBalance + amount;

numberOfTransactions = numberOfTransactions + 1;

}

public long ShowBalance()

{

return this.accountBalance;

}

}

Here we are increament accountBalance by calling metod AddBalanceToAcccount in a loop.Calling it through a console application expected value of variable accountBalance for 50 iterations should be 1275

static async Task Main(string[] args)

{

BankAccount bankAccount = new BankAccount(0);

Console.WriteLine($"Initial Balance {bankAccount.ShowBalance()}");

await bankAccount.AddMoneyToAccount();

Console.WriteLine($"Current Balance {bankAccount.ShowBalance()}, total number of transactions - {bankAccount.NumberOfTransactions}");

Console.Read();

}

![](data:image/png;base64,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)

**Fig 7.1 – Output of application without synchronization**

We can clearly see that it’s lesser than wat is expected and in reality what has happened here is since multiple threads are parallelly accessing same variable at the same time and there is no restriction on overwriting values at some point few of the threads have overwritten value of variable accountBalance and hence unpredicted outcome. Same has happened with variable numberOfTransactions.

To overcome this we need a mechanism to stop multiple threads parallely accessin shared resources which is what synchronization is about.So to fix above code we can use synchronization tecnique in this case locks so that at any given point in time only one thread can access the resources in another words only one thread can enter critical section and all other threads that need access to cricitcal section shall wait till lock is released by owning thread.

So we create a lockin object and lock critical section using that as and our method will look like this

//Lock

object locker = new object();

async Task AddBalanceToAcccount(long amount)

{

await Task.Delay(1);

lock (locker)

{

accountBalance = accountBalance + amount;

numberOfTransactions = numberOfTransactions + 1;

}

}
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**Fig 7.2 – Output of application with synchronization**

With this example we can clearly see why there is a need of Synchronization. Synchronization can be achieved through various strategies

1. Blocking Methods
2. Locking Constructs
3. Signaling Constructs
4. Non-Blocking Synchronization Constructs

We will deep dive into each of these in next sections

**Blocking Methods**

**Sleep**

**Join**

**Task.Wait**

**Locking constructs**

**Exclusive**

**lock (Monitor.Enter/Monitor.Exit)**

**Mutex**

**SpinLock**

**Nonexclusive locking constructs**

**Semaphore**

**SemaphoreSlim**

**reader/writer locks**

**Signaling constructs**

**AutoResetEvent**

**ManualResetEvent**

**ManualResetEventSlim**

**CountdownEvent**

**Barrier classes**

**Wait and Pulse**

**Nonblocking synchronization constructs**

**Thread.MemoryBarrier**

**Thread.VolatileRead**

**Thread.VolatileWrite**

**The volatile keyword**

**The Interlocked class**